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The genome mapping projects now produce very dense maps with up to several
thousands of markers per chromosome. Besides synteny plays a increasing role
in mapping: enrichment of poor maps from the maps of close genomes (in terms
of evolution) is a high-reward task. We propose a map viewer adapted to this
situation: MappetShow gives a clear view of very dense maps and compares effi-
ciently several maps. MappetShow is based on non-linear viewing and is written
in Javat™. A map description language isolates the software from the data sources.
This software was easily used on data coming from as different sources as an Object
Request Broker, an Object-Oriented Database, or a flat data stream. MappetShow
can be browsed at the URL http://www.infobiogen.fr/services/Mappet. More gen-
erally we discuss how to use the non-linear viewing concept in molecular biology
data visualization.

1 Introduction

Since the beginning of the human genome mapping project, a lot of softwares
have been developed to visualize the genome maps. In the first phase of the
mapping projects, the genome viewers were generally developed by the genome
centers. These early attempts were mainly written in C or C++ and used X-
window libraries !*23. More recently, the data produced by the genome centers
have been widespread among the scientific community, and very logically new
genome viewers have been developed that are based on a distributed object
technology: the most popular viewers are now written in Javat= 4, They in-
clude for example Anubis®, Genome Navigator %7, Jade®, the Cyanobase Map
viewer?, Mapview2 !, ZoomMap!! and the Oxford Molecular/Glaxo Wellcome
interface 12.

Recently, there has been an important modification in the strategy of the
mapping community. First, the Radiation Hybrid Consortium '3, the White-
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head-MIT Center for Genome Research* and Généthon'® released very dense
maps with several hundreds of markers per chromosome; also single nucleotide
polymorphism maps are arriving that will contain several dozens if not hun-
dreds of thousands of polymorphic sites. Secondly and as a consequence of
the availability of these dense maps, research groups now use more and more
the high level of synteny, for example between mammalians, to enrich the map
of map-poor genomes (such as porcine, bovine or ovine genomes) from the
map-rich genomes such as those of Mus Musculus or Homo Sapiens Sapiens.
This new situation poses new problems of visualization, for example: how to
visualize in an intelligible way maps of several hundreds if not thousands of
markers? How to navigate in such maps? How to compare two or more maps in
a readable way? How to cope with the comparison of maps with very different
densities of markers?

Most of the genome map viewers do not address satisfactorily all the points
listed above. In some cases, the dense map representation is unreadable be-
cause the marker names overlap each other in the region the user is visualizing.
In other cases, the comparison of two maps is unintelligible because when zoom-
ing in on a given region of one map, the corresponding region of the other map
is shifted out of the visualization window. Some map viewers display static im-
ages (.gif) in which navigation is very limited and that are disconnected from
genome databases. Starting from these observations, we decided to implement
a genome map viewer, MappetShow, that overcome all these limitations.

In part 2, we explain the visualization concept we have used in Mappet-
Show to address the problem of visualizing very dense maps. Then we present
the functionalities and implementation of MappetShow. In part 4, we detail
the architecture of the software.

2 The Concept of Visualization in MappetShow: Non-Linear Views

2.1 Principles of Non-Linear Views

The purpose of non-linear views is to provide the user with a context and thus
to avoid him/her getting lost in the mountain of data. The idea is to give
him/her a view of all the data but with a focus on his/her area of interest.
The view is thus distorted so that the area of interest is represented centered
and at large scales while the rest of the data is shrunk at lower scales to fit
in the limited space of the screen. The scale of the representation is therefore
not, constant and the mapping of the data world to its representation on the
screen is given by a mapping function or a magnification function.
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Mapping Functions

The mapping function is used to map an image to a distorted view. It is simply
represented by a two variables or complex function m which maps each point
(z,y) of the original image to a new location m(z,y).

It is easy to see that the magnification factor is given by the slope of the map-
ping function. Distortion characteristics directly depend on the mathematical
properties of the function m. For examples, continuity of m means that the
view is just stretched or compressed and not split or torn; positive derivatives
of m imply that there is no overlap or folding of the view; holomorphic func-
tions locally preserves angles.

Magnification Functions

The magnification function z represents the local zooming factor applied to
the original image. At position (z,y) the factor z(z,y) can be defined as the
ratio of a mapped surface to the original surface (infinitely small and centered
at (x,y)) (see Appendix).

Examples
Different types of distorted views include :

e fisheye views 6.

e perspective walls17.

e hyperbolic views 181920 Hyperbolic views are well suited for graph vi-

sualization and have already been used in Biology for that purpose!.

e rectangular mapping view.

Examples of distortion with their mathematical definition and a figure of their
effects are given in Appendix.

2.2 Implementations of Non-Linear Views and Performance Issues

Distortion techniques can requires a large amount of computer time to generate
and update images. This can render the user interface unusable. Performance
during interactions (zooming and scrolling , when screen needs to be updated)
must be taken into account, which can be achieved by discrete mapping.
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Discrete Mapping

The idea of discrete mapping is to avoid mapping the view pixel by pixel, and
to map only the important nodes of the view and interpolate the other points.
For example to produce the mapping of a straight line one would only compute
the mapping of its extremities and link them by another straight line. In the
general case, this would create artificial discontinuities in the distorted view
because mapping function preserves angles only locally and therefore do not
transform straight lines in straight lines.
Two solutions address these problem:

e to use mono-dimensional or rectangular mappings (see figure 3) which
preserve continuity and inclusion.

e for a general mapping function, a solution is to make the problem discrete
instead of continuous, by organizing nodes on a grid, defining the figure
to be displayed as straight lines between nodes, and mapping the grid
alone.

Density Control

By definition, context regions are represented at lower scales than the focus
zone and they should therefore present less details to maintain a good read-
ability. This leads to the idea of constant information density on a view: by
indexing the level of details represented at a given point of the view on the
current zoom value at this point, one ensures that all part of the view have
an approximately equal density of information. This is also a way of ensuring
better display performance by limiting the global complexity of the drawing.

Color can be used to give an indication of the information density where
details have been removed.

Local Mapping

It is often interesting to apply different mapping functions to different parts
of the view, for example to different objects. This allows a local distortion of
the view which may be more adapted to the visualization problem and less
demanding in terms of computer resources.

Performance issues are addressed by the use of discrete mapping, density
control and local mapping which reduce largely the computation time and
allow a real-time navigation with maps of several thousands of markers.
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3 Map Visualization

3.1 Problems Arising from Representing Dense Maps

Several problems of readability occur when representing dense maps:

1. the map is too dense and marker position and names are overlapping and
undiscernible (see figure 1).

2. marker names are shifted out of the visualization window when zooming
(see figure 1).

3. when comparing two maps, the problem is worse because it suffices that
one of the map have one of the two problems listed above to make the
drawing unreadable (see figure 1).

3.2 Designing Views for Genome Visualization

To address the problem of readability, MappetShow implements non-linear
viewing using a one-dimensional hyperbolic mapping function. Since maps are
essentially one dimensional objects, there are no need to use two dimensional
mapping functions. Nevertheless for displaying a lot of maps on the same view,
rectangular mapping views can be used. An example of improved view is given
figure 1. The marker names are perfectly readable in the focus area and all
the map context is visible.

To address the problem of marker name layout (case 2), we compute dy-
namically their positions after each scroll using a mapping function as for the
general view. This can be achieved of course on linear or non-linear views (see
figure 1).

To address the problem of comparing maps (case 3), we defined in Map-
petShow local mapping functions that can be applied to each compared map.
This allows the user to get a readable comparison of several maps. An example
with two maps is given on figure 1.

3.8 Density Control

Graphical objects in MappetShow are organized in a hierarchy: basic compo-
nents, which may be for example lines, circles, rectangles or text, and contain-
ers which contains components or other containers. We define two levels of
representation for a container: coarse and a fine level or representation.
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Figure 1: Example of unreadable (left) map representations and the corresponding readable
output of MappetShow (right). The two figures at the top correspond to the case 1 stated
subsection 3.1, the two in the middle to case 2, and the two in the bottom to case 3.
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The representation of each graphical object depends on its distance to the
focus point of the picture. Graphical objects whose center point is close to
the focus point are represented finely, which means that all their components
are displayed. Graphical objects which are more distant are represented in the
coarse mode. This representation rules are recursively applied to the containers
included in a graphical object.

3.4 User Control

When starting MappetShow, the user has to choose a chromosome or a marker
of interest. Then the list of maps of this chromosome or the list of maps
containing the marker is proposed; the user selects the maps to display and
the visualization applet is started with these maps. In the applet, the user has
the control on:

e the zooming factor with a scrollbar.

e the position of the focus point with a scrollbar.

Each marker in MappetShow is also linked to a WWW textual browser.

4 Architecture

MappetShow is written in Java™ and its architecture consists of four main
components as shown on figure 2:

e the broker: it can fetch the data from as disparate data sources as a
CORBA (common object request broker architecture) server, remote pro-
cedure calls that query the HuGeMap database, a stream of data. The
interface layer queries objects (map, marker ...) by name and returns
an object description string. The CORBA server implements a standard
interface for genome maps that is described elsewhere?2. The stream of
data is structured in a language of graphical object description that can
be used for maps but also for any other drawing purposes. The resource
file contains graphical parameters such as colors, fonts ...

e the drawing layer: it parses the map description string and builds graph-
ical objects (a container).

e the viewing layer: it ensures the distortion and selection of the view. It
draws a graphical object to the screen using a non linear view at the
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Figure 2: Architecture of MappetShow.

appropriate level of representation depending on the local magnification
factor.

e the navigation layer: it takes care of the interactions with the user who
can modify the viewing layer parameters;. The navigation layer manages
scrollbars and mouse events. It updates the viewing layer parameters :
focus position, scale parameters (mapping functions parameter).

5 Conclusion

Non-linear viewing is a solution for providing context to the user navigating
in large data sets. In genome map browsing and comparison, rectangularly
mapped views can be used to improve the readability of the drawing. Such
capabilities are necessary today to cope with very dense maps and with maps
build from rich maps of other species. MappetShow achieves such capabilities
in a flexible way and can fetch data from a CORBA server, an object-oriented
database or a flat data stream.
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Figure 3: Simple grid before any non-linear transformation (left). Example of rectangular
mapping view of the simple grid (middle left). Same with polar mapping view (middle right).
Same with perspective wall (right).

Thanks to its low level language of drawing description, MappetShow can
be used for other drawing purposes than maps: it has been used for example
to visualize large pedigrees.
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Appendix

Examples of Mapping Functions

Mapping functions are constructed from normalized one-dimensional map-
ping functions, which are generally continuous, increasing and anti-symmetric
(which gives a symmetric zooming function).

An common example of one-dimensional mapping function is the hyper-
bolic mapping function u:

(2) ox
T) = ———
a ol + 1

From this one-dimensional hyperbolic mapping function, one can define
several types of two-dimensional non-linear views, whose distortions are illus-

trated figures 3 and 4:

e Rectangular mapping : each coordinates is mapped separately using the
single variable function pu.

X = p(x) Y o= p(y)
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Figure 4: Perspective wall (top) and rectangular (bottom) view of maps with density control.
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e Polar mapping : r is the radius (distance to the focal point).

W,y ),
r T

e Perspective wall mapping : The image fades away in the y-direction as

it goes far from the focus point. In that case, the magnification factor is
constant along a y-direction.

X = ) y - M)
x
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